
Modeling Traceability in System of Systems

Bedir Tekinerdogan
Information Technology Group

Wageningen University
Wageningen, The Netherlands

bedir.tekinerdogan@wur.nl

Ferhat Erata
Information Technology Group

Wageningen University
Wageningen, The Netherlands

ferhat.erata@wur.nl

ABSTRACT
An important aspect in SoS is the realization of the con-
cerns in different systems that work together. Identifying
and locating these concerns is important to orchestrate the
overall activities and hereby to achieve the overall goal of
the SoS. Moreover, concerns in SoS are rarely stable and
need to evolve in different ways and different times in ac-
cordance with the changing requirements. To manage the
SoS and cope with the evolution of concerns it is neces-
sary that the dependency links between the concerns and
the system elements can be easily traced. In this paper, we
present the different traceability requirements and the cor-
responding metamodel to support modeling traceability and
supporting traceability analysis approaches within the SoS
context.
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1. INTRODUCTION
Whereas traditionally systems were addressing a single do-
main current systems have to be composed of multiple sys-
tems that need to be integrated in a coherent way. In addi-
tion, the configuration is not static but requires also the dy-
namic adaptation. To be able to design, analyze, implement
and maintain such large so-called systems of systems (SoS), a
Systems of Systems Engineering (SoSE) approach is required
Traditionally, SoSE methodology is heavily used in the de-
fense domain but is now also increasingly being applied to
non-defense related problems such as architectural design of
problems in air and auto transportation, healthcare, global
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communication networks, search and rescue, space explo-
ration and many other SoS application domains [5]

SoSE is more than systems engineering of monolithic, com-
plex systems because design for SoS problems is performed
under some level of uncertainty in the requirements and
the constituent systems, and it involves considerations in
multiple levels and domains. Whereas systems engineer-
ing addresses the development and operations of monolithic
products, SoSE addresses the development and operations
of evolving systems. In other words, traditional systems en-
gineering seeks to optimize an individual system (i.e., the
product), while SoSE seeks to optimize network of various
interacting legacy and new systems brought together to sat-
isfy multiple objectives of the program. SoSE should enable
the decision-makers to understand the implications of var-
ious choices on technical performance, costs, extensibility
and flexibility over time; thus, effective SoSE methodology
should prepare decision-makers to design informed architec-
tural solutions for SoS problems.

An important aspect in SoS is the realization of the capa-
bilities in different systems that work together. Tracking
these capabilities is important to orchestrate the overall ac-
tivities and hereby to achieve the overall goal of the SoS. In
addition to the complexity of the SoS we have also to cope
with the evolution of the system which could be at different
times and places in the SoS. Capabilities in SoS can evolve
in accordance with the changing requirements and as such
can change or need to be reallocated to other systems in the
SoS.

To manage the complexity and the evolution of SoS it is
necessary that the dependency links between the capabil-
ities and the system elements can be easily traced. This
is because changes to capabilities as such can have conse-
quences for the overall SoS performance or for other system
elements, which are directly or indirectly related to it.

Obviously, to address the above problem we need to be able
to track and trace the implemented capabilities. This is not
only important in the initial construction or integration of
the SoS, but also in later phases in which the systems can
evolve independently.

The notion of traceability is not new and much research has
been carried out in different domains including requirements
engineering, model-driven development, and aspect-oriented
software development [9, 1]. However, traceability of con-
cerns in SoS has not yet been tackled in depth. In this
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paper, we aim to address this problem by providing a list
of requirements for addressing traceability in SoS. Based on
these requirements we propose a metamodel for traceability
in SoS that can be used to support systematic traceability
analysis approaches.

The remainder of the paper is organized as follows. Sec-
tion 2 illustrates the need for Traceability along with a case
study. In section 3, we present the requirements for trace-
ability within the context of SoS. In section 4, we present
the traceability metamodel for SoS. In section 6, we present
the related work and finally in section 7 we conclude the
paper.

2. SMART CITY ENGINEERING
To illustrate the need for traceability in SoS we will adopt
the case study for smart city engineering [13]. It is expected
that the gross of the world population will live in urban cities
in the near future. This will have a huge impact on future
personal lives and mobility. A smart city uses information
and communication technology (ICT) to enhance the qual-
ity and performance of urban services, to reduce costs and
resource consumption, and to engage more effectively and
actively with its citizens. Sectors that have been developing
smart city technology include government services, trans-
port and traffic management, water and waste, health care,
and energy. Smart city systems typically can be considered
as a SoS since it consists of multiple systems that are inte-
grated to achieve a given goal. Smart city applications are
developed with the goal to improve the management of ur-
ban flows and allowing for real time responses to challenges.
To illustrate the problem of traceability within and across
systems within SoS we define a set of change scenarios:

Reduce Waste and Pollution. Waste and pollution pre-
vention and reduction is an important aspect of a city to
enhance the well-being of the city habitants. In general mul-
tiple system units will need to have the capability for moni-
toring and controlling the waste and pollution in a city. To
optimize this process it is important that each system unit
is traced for this capability.

Enhance security. Security is usually an important con-
cern in a city. For enhancing the overall security in a city
it is important that we have a clear picture on the system
units that have an impact on supporting security, that is,
that require the security capability.

Optimize Help in Emergency. A city can cope with dif-
ferent emergency states that require a coordinated action
of the system units. To support the effective and efficient
communication and emergency handling the different capa-
bilities related to this need to be well-defined and allocated
over the different system units.

The above scenarios are selected examples that could be
required in a SoS and we could easily identify several other
scenarios that impact the SoS and that require traceability
of the capabilities. In general, we encounter the following
two problems in realizing such kind of changes.

Identification of the capabilities. First of all, each change
of a capability requires the identification of the systems that
implement the capabilities. For example, for realizing the

scenario enhance security we need to identify all the system
elements that are related to security. For the scenario reduce
pollution we need to identify the system elements that are
related to pollution. In some cases we could derive from the
names of the architectural elements which concerns are im-
plemented, however, like in this case this is usually not that
straightforward. Moreover, each concern might also map to
more than one architectural element.

Orchestration of Capabilities. Identifying the distribu-
tion and allocation of capabilities to system elements is not
sufficient in case we also need to optimize the systemic prop-
erties. For this reason, the state of the capability in each
system needs to be communicated and orchestrated with
the state of the capabilities of other system elements. Only
then we could manage the systemic properties. In the other
case local optimization at the single system level could be
achieved but the global systemic level optimization would
be largely ignored.

3. REQUIREMENTS FOR TRACEABILITY
Based on the work on the literature on traceability and SoS
we provide a set of requirements for traceability of the ca-
pabilities.

Explicit Modeling of Concerns. In order to explicitly
reason about traceability of the capabilities it is necessary
that the corresponding capabilities are explicitly modeled as
first class abstractions. The detail of concern model could
range from just a description of its name to a full semantic
model including attributes such as stakeholder, the domain
of the capability, the date at it was raised, the impact that
it has, etc.

Explicit Modeling of Dependency Relations. Assum-
ing that capabilities are related to system units, it is nec-
essary to make these relations explicit. This can be only
done when dependency relations are recorded as traceabil-
ity links. For this, traceability should be specified as first
class abstractions in the adopted traceability model.

Support for Automated Tracing Queries. The explicit
models for capabilities and the traceability help to define the
links between the different concerns and the system units.
In case traceability links among capabilities, the tracing can
only be done in an implicit manner. By providing the trace-
ability links, capabilities can be more easily traced by just
following the tracing links. Nevertheless, for a complex sys-
tem following the traceability links manually might not be
trivial. Even though the traceability links are made explicit
it may be hard to expose the required traceability links. To
support the tracing the system should provide automated
support for defining generic and user-defined queries to iden-
tify and trace the capabilities.

Support for Traceability within and across System
Boundaries. An SoS typically consists of multiple inte-
grated systems or system units. Tracing should be sup-
ported within and across life system units. Obviously, capa-
bilities will be allocated and realized in various systems of
the SoS. To understand the relations among the capabilities
and system units, it is necessary to model traceability for
the given system unit. Figure 1 shows the abstract model
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for tracing within a system. We define her two types of
traceability: (1) intra capability to system unit traceability
(2) intra system unit to capability traceability.

Capability

System Unit

System x

intra
capability to

artifact
traceability

Intra system 
unit to

capability
traceability

Figure 1: Traceability within a single System

Figure 2 and Figure 3 presents the abstract model for trace-
ability relationships across system units. In Figure 2 two
types of relations are defined that we think are necessary.
Inter capability to capability traceability defines the trace-
ability of a capability in one system to another capability
of another system. Inter system unit traceability defines the
traceability of a system unit in one system to another system
unit in another system.

Capability

System Unit

System x

inter 
capability to 
capability

traceability Capability

System Unit

System y

inter 
system unit to 
system unit
traceability

Figure 2: Traceability across Systems in SoS

Figure 3 adopts the traceability between systems, but here
the relations are defined from a capability to a system unit
and vice versa. It should be noted that, the relations from
Figure 3 can be also derived from the traceability relations
of Figure 1 and Figure 2. The traceability relations of Figure
3 can be practical to optimize the tracing.

Capability

System Unit

System x

Capability

System Unit

System y

inter system unit 
to capability
traceability

inter capability 
to system unit

traceability

Figure 3: Traceability across Systems in SoS

4. METAMODEL FOR TRACEABILITY
In the following we present the traceability metamodel for
tracing capabilities in SoS as depicted in Figure 4. The
metamodel represents SoS & capability modeling and trac-
ing modeling. The metamodel should be preferably read
from the bottom to the upper part.

Trace-links

SoS and Capabilities

Capability

TraceableElement Trace

TraceModel

ExtensionalTrace

1..*

1..*

source

1..* 0..*

target
0..*

IntensionalTrace
-sourceQuery
-targetQuery

SystemUnit
-reference
-name

CapabilityGroup SystemModel

1..*1..*

Figure 4: Traceability Metamodel for SoS

5. APPROACH
In the previous sections, we have described the properties of
SoS, the different types of SoS, the different traceability re-
quirements and the metamodel. Based on these we can build
the traceability approaches. A traceability approach can in
essence include two different activities including traceability
modeling and traceability analysis approach.

In the traceability modeling process the focus will be on
defining the trace links between the elements that need to
be traced. In the previous section, we have discussed the
need for tracing capabilities within and across system units
in SoS.

Traceability analysis aims to trace a capability or system
unit for different purposes. This could be for example, for
checking the consistency or for analyzing the impact of a
change of a system unit or capability in the SoS. For imple-
menting a traceability modeling and analysis approach we
need to consider the different types of SoS types. The differ-
ent traceability requirements will be similar for all types of
SoS. The difficulty for traceability approach will be however
different for the different SoS types.

In the directed SoS defining trace links and such supporting
traceability analysis seems to be the most feasible. This is
because in directed SoS we have an upfront directed engi-
neering effort for integrating a set of systems. Hereby when
designing the system traceability could be considered as an
explicit concern thereby realizing the trace links beforehand,
and if possible also prepare the trace queries.
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6. RELATED WORK
The topic of traceability is not new and has been discussed
in various domains. The IEEE provides the following defini-
tion of traceability [2]: ”Traceability is the degree to which
a relationship can be established between two or more prod-
ucts of the development process, especially products having
a predecessor-successor or master-subordinate relationship
one another; for example, the degree to which the require-
ments and design of a given software component match.”
In requirements engineering lots of work has been done on
tracing requirements from the stakeholders and in the design
process [6, 7].

In the model-driven engineering approach [1, 3] traceabil-
ity is considered important for tracing model elements [12].
The problem of traceability has also been addressed by the
AOSD community [4, 8] encompassing the adoption of as-
pects throughout the lifecycle.

In our earlier work we have focused on modeling traceability
within architecture views [8, 9, 10] and for different lifecyle
activities [11]. In this paper we have neither focused on
system views nor on the lifecycle activities. Both dimensions
would imply an elaboration of the traceability requirements,
the metamodel and also the approach. We consider this as
part of our future work.

In a SoS the capabilities will be typically distributed and
allocated over different system units. Some capabilities will
have a more systemic character cannot be localized in one
system unit and be scattered over different system units.
We could state that some capabilities will have a crosscut-
ting property [4, 8]. Aspect-Oriented Software Development
provides solution for the crosscutting problem and could as
such be used to solve the problem of crosscutting capability
problems.

7. CONCLUSION
Traceability is an important quality factor that has been
addressed in various domains to improve other quality fac-
tors such as understandability, maintenance and adaptabil-
ity. In this paper, we have built on the general literature
on traceability and explored traceability within the context
of system of systems (SoS). We have provided a metamodel
for traceability, the key requirements for traceability in SoS,
and the approaches for traceability analysis. We have used
the classification of SoSs in the literature including directed
SoS, acknowledged SoS, Collaborative SoS, and Virtual SoS.
We have seen that modeling traceability in directed SoS will
be the easiest thanks to a strong central management and
the possibility to design the system for traceability earlier
on. Virtual SoS does not have a central management, no
agreed purpose and the systems in the SoS are largely in-
dependent. This makes it difficult to integrate traceability
analysis in such systems. Our future work will elaborate
on providing design abstractions for traceability in SoS and
adopting the presented ideas in a real SoS.
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